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ABSTRACT

Currently, the degree of knowledge about what DevOps really means and what it entails is still limited. This can result in an informal and even incorrect implementation in many cases. Although several proposals related to DevOps adoption can be found, confusion is not uncommon and terminology conflict between the proposals is still evident. This article proposes DevOps Ontology, a semi-formal ontology that proposes a generic, consistent, and clear language to enable the dissemination of information related to implementing DevOps in software development. The ontology presented in this article facilitates the understanding of DevOps by identifying the relationships between software process elements and the agile principles/values that may be related to them. The DevOps Ontology has been defined considering the following aspects: the REFSENO formalism that uses the representation in UML was used and the language OWL language using Prótegé and HermiT Reasoner to evaluate the consistency of its structure. Likewise, it was satisfactorily evaluated in three application cases: a theoretical validation; instantiation of the continuous integration and deployment practices proposed by the company GitLab. Furthermore, a mobile app was created to retrieve information from the DevOps Ontology using the SPARQL protocol and RDF language. The app also evaluated the Ontology’s proficiency in responding to knowledge-based questions using SPARQL. The results showed that DevOps Ontology is consistent, complete, and concise, i.e.: to say: the consistency could be observed in the ability to be able to infer knowledge from the ontology, ensuring that the ontology is complete by checking for any incompleteness and verifying that all necessary definitions and inferences are well-established. Additionally, the ontology was assessed for conciseness to ensure that it doesn't contain redundant or unnecessary definitions. Furthermore, it has the potential for improvement by incorporating new concepts and relationships as needed. The newly suggested ontology creates a set of terms that provide a systematic and structured approach to organizing the existing knowledge in the field. This helps to minimize the confusion, inconsistency, and heterogeneity of the terminologies and concepts in the area of interest.
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1. Introduction

The software development industry has been in constant flux since its inception, driven largely by the need to improve the quality of software products and services through constant improvement of the processes and practices used to obtain them [1]–[3]. Day by day the needs of clients, the guidelines established by models and the industry standards in software development present higher and higher levels of demand and complexity. Several solutions to these demands and complexities have emerged. The best known and that are used currently can be classified into agile and traditional approaches. Among the traditional are CMMI [4], RUP [5], Microsoft
Solution Framework [6], ISO 9001 [7], and ISO 29110 [8], while agile approaches include Scrum [9], Lean Software [10], TDD [11], and XP [12]. Others that might be mentioned here are the category of hybrid approaches that combine traditional and agile approach practices, such as Scrum & XP [13], Scrumban [14], and Scrum & CMMI [15]. However, regardless of how frameworks are categorized, these involve only elements related to the development (Dev), of a software product, leaving aside aspects related to operations (Ops), which involve the provision of infrastructure, continuous monitoring, collaboration, experimentation, deployment, and maintenance of products [16]–[18]. Elsewhere, from the area of operations or infrastructure, frameworks such as ITIL [19] and COBIT [20], and general standards such as ISO/IEC 20000 [21] have been developed, this has led to significant advancements in the process elements such as the steps, activities and practices related to the management of information technology services and the management of processes to ensure the continued existence and success of software products. However, there is lack of clarity on how these advances from the operations or infrastructure area can be integrated naturally with dynamics and objectives around the software development area.

Due to advances in the digitization and automation of practices in software development - configuration management, integration, deployment, and continuous monitoring - there is currently a need in the industry for joint work between the areas of software development and infrastructure, since only then will it be possible to increase productivity and achieve the high degree of competitiveness the industry requires [22]–[24]. Nevertheless, the current frameworks on either side are usually complementary. For example, the software development area addresses practices that allow it to adapt quickly to changes, rapid delivery of new functionalities in productive environments, experimentation in how to face complex requirements, rotation of roles/responsibilities in the team during the development of a project and autonomy to take on challenges. The infrastructure area meanwhile seeks to standardize and stabilize its requirements, processes, tools, and roles [25], [26]. Due to this type of situation and other similar situations, a wall of confusion has been generated those divides professionals in each of these two areas, since historically each area has sought to improve its internal processes without considering other areas involved [27].

Agile approaches have recently introduced one of the most recently mentioned concepts in the software industry, it is the concept of: DevOps. Dating back to 2009 [28]–[30], DevOps can be defined as a set of practices that tries to bridge the gap between develop and operations covering all the elements that help in the implementation of high-quality software [31], [32]. DevOps emphasizes the utilization of human expertise, technology, and streamlined processes to foster a culture of innovation and ongoing collaboration throughout the software development lifecycle. DevOps practices are mainly focused on continuous deployment, monitoring, testing and maintenance [16], [18], [33]–[35], all in an accelerated, reliable way and without suffering any deterioration in quality [36]. These practices can be reinforced by different tools that can automate their execution, such as code repositories for integration, management tools, and software testing frameworks [37]–[39].

According to [40], DevOps automation is reinforced by specific design patterns that enhance the seamless delivery of software applications on cloud-based platforms. Additionally, DevOps is known to enable the prompt delivery of builds, features, and bug fixes, resembling an industrial assembly line [35]. However, adopt DevOps is not trivial [30], to enable a clear and correct adoption, it is important that the first step is to organize and clearly understand the concepts, practices, tools, definitions, and the relationships between them, as well as understanding the benefits and challenges for their adoption to be effective in the development of systems [41], [42]. In this light, it is necessary to reduce the ambiguity and heterogeneity of the knowledge developed around DevOps by the scientific and academic community. To do so, this article proposes DevOps Ontology, an ontology that aims to reduce the identified gap. DevOps Ontology generically describes the elements that must exist in any DevOps adoption process. As such, the ontology can be used regardless of the practices and the approach being used. DevOps Ontology thus organizes the knowledge around the implementation and adoption of DevOps in the software industry using a formal mechanism, thereby, clarifying the meaning of concepts and terminology within the domain to facilitate knowledge sharing and collaboration among all parties involved.
Moreover, DevOps Ontology has the potential of facilitate the evaluation/assessment of DevOps compliance in software organizations by identifying the connections between the components related to software development process, agile principles, and software measurement. Accordingly, DevOps Ontology has been enhanced and adjusted to account for the unique attributes of software processes within each organization, with the aim of facilitating the integration of DevOps practices. The integration of ideas and concepts from different ontological solutions was achieved integrating the elements of different solutions such as the Ontology of Process-reference Models (PrMO) [43].

In addition to this introduction, the work is organized as follows. Section 2 analyzes the current state of the art, while Section 3 introduces DevOps Ontology, a collection of interrelated concepts intended to provide a reference for developing models, standards, and practices for implementing DevOps in the software development industry. In Section 4, different application cases are described, along with how they address a set of competency questions. Finally, Section 5 concludes the work and outlines areas for future research.

2. Related work

After conducting a comprehensive and structured systematic mapping of the literature [37], a detailed analysis was made of the studies and initiatives that address the terminology, definitions, concepts and relationships between concepts related to DevOps through (i) exploratory studies that seek to identify the terminology and concepts present in the literature in trying to adopt DevOps; (ii) the definition of taxonomies that establish the elements and relationships necessary to build a conceptual framework in order to validate the knowledge about DevOps; and (iii) ontologies developed for specific aspects and practices such as continuous integration, build, deployment and assessment of DevOps. The results obtained after reviewing the literature are presented below:

**Exploratory studies in the use of terminology related to DevOps:** The DevOps term arise in 2009 [44]; over the years, the scientific community has dedicated its efforts to getting to know the definition, objectives, scope, and elements associated with DevOps. To achieve this, exploratory studies were carried out that sought to understand “what” is DevOps both in the literature and in the business environment, for example in [45] a study was conducted that presents the most common fallacies and mistakes that companies in the software development industry make in seeking to adopt DevOps. Moreover, systematic reviews of the literature were carried out to identify the concepts, practices, tools, and necessary elements for the definition of a body of knowledge in DevOps [41], [46]. In [47] and [37] exploratory studies have similarly been executed to observe and analyze the trends and perspectives around DevOps as a concept. In addition, [48] presents a process for the adoption of DevOps. Finally, in [27] and [49] exploratory studies are carried out to identify the concepts and challenges that companies must confront when adopting DevOps.

**Taxonomies to support DevOps:** Related studies that propose the use of taxonomies and their application were identified through empirical case studies or by means of validation of external evaluators in software development companies: (i) in [50] and [51] taxonomies were proposed that describe the relationships that must be consider to face the functional challenges present in the adoption of DevOps; (ii) in [52] a taxonomy was presented to identify the necessary structure that allows facing the challenges related to SecDevOps; (iii) the taxonomy proposed in [53] investigates the consequences resulting from applying DevOps during the software delivery process; and in (iv) the definition of an empirical taxonomy was carried out based on the most relevant elements for the adoption of DevOps that were identified by 11 DevOps experts [54].

Ontologies to support DevOps: The exploratory study identified solutions proposed to support specific DevOps elements using ontologies. For example, (i) in [55] a software configuration management process is proposed; in (ii) the OSDAS [56] ontology was proposed that carries out the unification of multiple agile approaches including DevOps; and in (iii) present a generic ontology to assess the maturity level of DevOps [57]. However, the term DevOps is mentioned generically or at a very high level, evidencing that although there are solutions to support practices and specific aspects related to DevOps, it was not possible to observe a solution that contributes a conceptual framework that involves the values, principles, practices, roles, processes in an integral way.
In this sense, multiple proposals were identified as having been developed to support specific domains and processes during the software development process, following agile and/or traditional approaches through the characterization of terms, concepts, and relationships between clear definitions. Parallel efforts have been made to resolve differences and conflicts found in the terminology in discussing DevOps, by means of exploratory studies, systematic mapping, systematic reviews of the literature and the definition of formal processes to support DevOps. Meanwhile, studies have been carried out to define ontologies and taxonomies focused on specific aspects related to the practices, values and principles proposed by DevOps individually, based on activities such as continuous integration, build, deployment, and software configuration management. In addition, aspects related to the identification of challenges associated with DevOps and their assessment using ontologies have been studied. As a result, it is possible to observe that significant advances have been made that seek to resolve the terminological and conceptual differences present when seeking to establish a unified DevOps framework. However, it can also be seen that there is no consensus and homogeneity in the concepts used, the relationships raised, and the definitions adopted by researchers and the industry, this makes it challenging to comprehend the essential elements needed for a successful DevOps adoption process in software development companies. For this reason, initiatives have been proposed that seek to mitigate/solve by defining processes that seek to standardize knowledge around this issue. For example, the IEEE 2675-2021 standard defines DevOps based on different facets such as mission as first goal, customer as focus, left shift approach, and systemic thinking. Nevertheless, the IEEE 2675-2021 standard lacks a comprehensive reference model that can standardize the terminologies and concepts related to DevOps.

3. Methodology

Several methodological solutions exist to aid in the creation of an ontology, and among them is knowledge management that relies on ontologies [59]; (ii) Methontology [60]; (iii) other approaches that can assist in defining an ontology include a translation method for developing portable and flexible ontology solutions [61]; (iv) ontology based on first order logic [62]; (v) ontologies characterization based in the software lifecycle context using REFSENO [63], among others. To create DevOps Ontology, the authors chose to use the REFSENO methodology. This approach is designed to create ontologies in the field of software engineering and provides constructors to define concepts, attributes, and relationships. It is also more user-friendly than other methods, reducing the complex and unintuitive representations found in other solutions that rely on predicate logic. REFSENO is an adaptation of Methontology, which is used to build ontologies at the knowledge level and from scratch, and it provides techniques to analyze the consistency of the ontology and its instances at the implementation level. It allows, too, the representation of knowledge at two levels of abstraction: (i) the knowledge level, which describes the “what to represent” - and which is independent of implementation [63] and (ii) the symbols level, which defines the “how to represent”. REFSENO proposes three levels of knowledge: (i) the epistemological level, which describes epistemic primitives such as concepts, attributes, and relationships; (ii) the conceptual level, that makes it possible to describe the standard vocabulary; and (iii) the linguistic level, that proposes the mechanisms to define concrete instances of the constructs defined in previous levels [64]. To define DevOps Ontology, the REFSENO approach was used, which involves three stages: construction, evolution, and validation. Additionally, descriptive logic (DL) was followed, as it is more expressive than propositional logic [65]. The construction stage involved defining the epistemological level, which described the concepts, attributes, and relationships, the conceptual level, which provided a standard vocabulary, and the linguistic level, which defined mechanisms to represent concrete instances of the constructs. The evolution stage involved updating and refining the ontology over time based on changes in the DevOps domain, while the validation stage involved ensuring the consistency and correctness of the ontology and its instances at the implementation level.

Integration: ontological meaning. In the domain of ontologies, the term “integration” group several different meanings, as pointed out in [66], it can refer to: (i) identifying the correspondence between multiple ontological solutions (pairing); (ii) the outcome of identifying common elements between ontologies (alignment); (iii)
mapping, which involves linking the elements of one ontology to at least one entity of another one, in a directed or oriented manner; (iv) merge, which involve create a new ontology by combining two existing ontologies that may overlap; and (v) include one ontology within another ontology, along with the statements that establish their relationship [67].

4. Results

The systematic literature review about the implementation of DevOps in software development companies [37], revealed two primary goals for creating the ontology: (i) identifying the terminology associated with DevOps, and (ii) standardizing that terminology. DevOps Ontology has been designed to fulfill these objectives by providing clear definitions and relationships between DevOps concepts, making it a valuable resource for developing assessment models and processes. As per the discussion introduced by [68], the classification of ontologies in software engineering can be done by grouping them based on their domain or software artifacts. DevOps Ontology belongs to the domain category as it structures the knowledge pertaining to essential DevOps concepts and their relationships within the software development industry. This section provides a general overview of DevOps Ontology, covering its purpose, glossary of concepts and relationships, graphical representation, and integration with other ontologies.

4.1. Purpose of the ontology

The elements presented in DevOps Ontology can be implemented in the following contexts: (i) Academic, because it can be used by those interested in learning or researching about DevOps adoption strategies in the software development industry and (ii) Industrial, since software development companies will have an instrument to instantiate their adoption processes, allowing them to determine terms and relationships present in the context of DevOps. In the same way, it works as the basis for the design of an instrument to allow the assessment and/or evaluation of the DevOps adoption process through automation with other types of solutions such as machine learning. DevOps Ontology provides the elements that allow answering the competency questions (CQ) described in Table 1.

<table>
<thead>
<tr>
<th>Id</th>
<th>Question</th>
</tr>
</thead>
<tbody>
<tr>
<td>CQ1</td>
<td>What is the degree of relationship between practices and principles?</td>
</tr>
<tr>
<td>CQ2</td>
<td>What are the key components that constitute a practice?</td>
</tr>
<tr>
<td>CQ3</td>
<td>What is the relation between the generated products and the DevOps practices, as indicated by each dimension?</td>
</tr>
<tr>
<td>CQ4</td>
<td>How are the products generated related to the DevOps principles?</td>
</tr>
<tr>
<td>CQ5</td>
<td>How are the tasks associated with the DevOps roles?</td>
</tr>
<tr>
<td>CQ6</td>
<td>How are the products related to the DevOps roles?</td>
</tr>
</tbody>
</table>

4.2. Integration of DevOps ontology with other ontologies

As DevOps Ontology serves as a foundation for developing instruments to evaluate the DevOps adoption process in software development companies, it is crucial to incorporate a clear terminology to support the software measurement process. To accomplish this, the Ontology of Process-reference Models (PrMO) [43] was introduced. PrMO establishes the fundamental elements in different approaches, particularly in traditional and agile approaches (Scrum, CMMI, SWEBOK, ITIL, ISO 9001, ISO 27001, ISO 29110, and ISO 31000). Furthermore, DevOps Ontology was integrated with several concepts from the Software Measurement Ontology (SMO) subontology introduced in [69]. SMO clarifies and establishes the essential elements in defining software measures and terminology related to software measurement actions. Figure 1 presents a visual representation of the terms and relations associated to DevOps Ontology using the Unified Modeling Language (UML) representation, which can be accessed at: https://bit.ly/2YQM8jW.
4.3. DevOps ontology concepts

Table 2 displays all the definitions and concepts incorporated into the ontology. The table is organized into four columns: the first column lists the concept utilized in the ontology, the second column indicates the super concept that it belongs to, the third column explains the term’s definition within the ontology, and the last column specifies the reference where the term was obtained or adjusted. For more detailed information on the relationships between the concepts in Table 2, please refer to [https://bit.ly/3fL4fOC](https://bit.ly/3fL4fOC). The last column of Table 2 can be categorized into three aspects: (i) “taken from [source]” for terms proposed by other authors and have a high importance degree in the ontology, without any modification or adaptation to the term; (ii) “defined from [source]” for terms that were used to define a new concept without altering the existing one; and (iii) “quoted from [source]” for terms that were cited from a source without modification.

<table>
<thead>
<tr>
<th>Term</th>
<th>Super concept</th>
<th>Definition</th>
<th>Source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Activity</td>
<td>Concept</td>
<td>It consists of a collection of tasks or operations that are used to create and sustain products aligned with the process goals. The activity encompasses the processes, policies, standards and goals for developing and modifying a set of work products.</td>
<td>Taken from [43]</td>
</tr>
<tr>
<td>Term</td>
<td>Super concept</td>
<td>Definition</td>
<td>Source</td>
</tr>
<tr>
<td>--------------</td>
<td>---------------</td>
<td>----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
<td>----------</td>
</tr>
<tr>
<td>Approach</td>
<td>Concept</td>
<td>It establishes an overview of how the development process of a software product should be approached. In the case of software development, you can find traditional approaches, agile approaches, and hybrid approaches.</td>
<td>Autors</td>
</tr>
<tr>
<td>Dimension</td>
<td>Concept</td>
<td>Business areas in which practices and processes are grouped.</td>
<td>Defined</td>
</tr>
<tr>
<td>Indicator</td>
<td>Measure</td>
<td>A derived measure is one that is based on other measures that employ an analysis model as the measurement technique.</td>
<td>Taken</td>
</tr>
<tr>
<td>Measure</td>
<td>Concept</td>
<td>The measurement approach that has been defined and a measurement scale.</td>
<td>Taken</td>
</tr>
<tr>
<td>Measurement</td>
<td>Concept</td>
<td>A set of procedures that strive to ascertain the measurement outcome for a particular attribute of an entity using different measurement techniques.</td>
<td>Taken</td>
</tr>
<tr>
<td>Value</td>
<td>Concept</td>
<td>Qualities and / or fundamentals that must be present in the members of a work team. collaboration, automation, measurement, and monitoring.</td>
<td>Autors</td>
</tr>
<tr>
<td>Practice</td>
<td>Concept</td>
<td>The practices embody the core ideas and values that characterize DevOps in day-to-day operations and development activities.</td>
<td>Taken</td>
</tr>
<tr>
<td>Principle</td>
<td>Concept</td>
<td>Base of ideals, foundations or rules from which ideologies arise.</td>
<td>Defined</td>
</tr>
<tr>
<td>Product</td>
<td>Concept</td>
<td>The collection of items that are created, delivered, and sustained in a project is referred to as a product. A product can be considered as an input or output. Typically, products are concrete objects that are utilized, created, or modified by tasks.</td>
<td>Taken</td>
</tr>
<tr>
<td>Role</td>
<td>Concept</td>
<td>A collection or cluster of obligations, tasks, and competencies that are necessary to execute a particular activity is known as a role.</td>
<td>Taken</td>
</tr>
<tr>
<td>Scale</td>
<td>Concept</td>
<td>A set of values with clearly defined properties.</td>
<td>Taken</td>
</tr>
<tr>
<td>Task</td>
<td>Concept</td>
<td>A process component that outlines the responsibilities carried out by roles is known as a task. In general, a task is related to an input or output product.</td>
<td>Taken</td>
</tr>
<tr>
<td>Technological Tool</td>
<td>Resource</td>
<td>Tools are a crucial component of the DevOps approach as they are closely associated with various DevOps practices like automation, monitoring, and built-in configuration, and aid in implementing these practices.</td>
<td>Taken</td>
</tr>
</tbody>
</table>

4.4. Discussion of some concepts and their relationships

This section will provide a more detailed analysis and definition of certain terms used in DevOps Ontology, including but not limited to principles, practices, and dimensions. The term value corresponds to the foundations on which the essence of DevOps originates. For example, the most common elements found in the literature suggest that collaboration [70] should exist as a value around different software development areas, reinforced by the exchange of information, the expansion of skills and the change of responsibilities between work teams; secondly, we find automation [70], a crucial element to allow different types of tasks to be provided and deployed repetitively and quickly; in third place, measurement [70], which is important throughout the process since by incorporating metrics it is easier to increase efficiency in product development; and finally monitoring [70], which helps determine the appropriate allocation of resources in order to detect, report and correct...
problems that may occur during or after any kind of system update. A practice allows the principles to be materialized by carrying out specific actions, the practices of integration, construction, deployment, configuration, and continuous monitoring being the most visible in most of the studies found [37]. A dimension refers to all those business areas in which the entire set of practices and their related elements can be classified, among them processes, people, culture, and technology [26].

The following link (https://bit.ly/39KvTHp) presents a figure, which shows an extract of the VOWL plugin for Protégé (VOWLProtégé) [71] that implements the visual notation for OWL ontologies. This plugin provides graphic illustrations of elements of an ontology defined with OWL [72] by means of the representation of directed graphs, where the relationships and characteristics of the concepts proposed in the ontology are shown. Also, it is possible to observe how the dimensions specify practices, which are the responsibility of one or more roles. They can be supported by technological tools and are structured through activities, which in turn are made up of tasks. Thus, the practices materialize the principles.

4.5. Assessment of DevOps ontology

According to [73], three main aspects should be considered to evaluate an ontology. These aspects are conciseness, completeness and consistency. The consistency can be achieved if the knowledge from the ontology can be deduced without ambiguity. The completeness can be achieved if the ontology does not contain any missing information, meaning that all the definitions are well established, or can be inferred without confusion. Furthermore, the ontology can be considered concise if it is free of redundancy and unnecessary definitions.

The summarized ontology, presented below, was applied in the OWL ontology language [56] complemented with Protégé [61] and the HermiT Reasoner [62] to assess the consistency of the ontology structure (the ontology can be consulted in detail at: https://stanford.io/38TisW7). The consistency analysis concluded that DevOps Ontology has no inconsistencies in its structure. Afterwards, DevOps Ontology was applied in three successful implementation cases: (i) a theoretical validation in which it was evidenced how the concepts and relationships associated with the ontology are used to describe the particularities that could be found in the description of a DevOps adoption process that allows that allowed to determine the completeness of the ontology; (ii) the instantiation of the practices of integration and continuous deployment proposed by the GitLab company that allowed to identify that the ontology is concise and fits these specific DevOps practices; and (iii) the implementation of a mobile app that queries DevOps Ontology using the Resource Description Framework (RDF) and the (SPARQL) query protocol to know the relationship between practices/principles of DevOps. Additionally, SPARQL allows to answer each of the competency questions, the summary of the answers obtained can be seen in detail in Table 3.

<table>
<thead>
<tr>
<th>Competency question</th>
<th>SPARQL</th>
<th>Result</th>
</tr>
</thead>
</table>
4.5.1. Theoretical evaluation

The first implementation case involves the narration of a theoretical example of application of some of the concepts included in DevOps Ontology. The concepts used appear in italics. The model of implementation of the practices of integration and continuous deployment of the Gitlab company [74] brings to life the value of DevOps called automation, which determines the principles of early and continuous delivery, automation of processes, and deployment in the shortest possible time. These principles are brought to life with practices that require continuous execution, they are: integration and deployment, defined by the company’s process pipeline, which are categorized in the dimension of processes and technology. From the practice of continuous integration, the activities of coding, review, approval, automation of the compilation of the code, automation of tests and automation of deployment are unfolded. These last two activities are also part of the continuous deployment practice and generate as a product the respective deployments for review and deployment for production. Regarding the activity of coding, the following key tasks are described that are carried out directly through the Gitlab technological tool and that are the responsibility of whoever assumes the role of developer: creation of new branches, sending improvements to the code, submitting code changes and merge operations.

4.5.2. Instantiating the practices of integration and continuous deployment proposed by GitLab

In the second implementation case, an instantiation of the elements proposed by GitLab for the practices of integration and continuous deployment was carried out. For this instantiation, the following DevOps Ontology concepts were used: value, principle, practice, dimension, activity, technological tool, role, task, and product. The following link [https://bit.ly/3A6kij3X](https://bit.ly/3A6kij3X) shows the instance created by DevOps Ontology, where the practices of integration and continuous deployment are created from the DevOps value of automation and involve the dimensions of technology and processes. Additionally, from the practice of continuous integration, three main activities are structured: coding, build automation and test automation. Within the activity of coding, which is the responsibility of the developers, the tasks of creating new branches, sending code corrections, sending code modifications, and merging processes in the repositories of the project are detailed. On the practice of continuous deployment side, more exhaustive test automation and deployment automation activities are structured, generating as output functional versions deployed in environments for review or production, depending on the needs of the organization. It can be seen in this instantiation that DevOps Ontology allows to represent the practices of integration and continuous deployment proposed by Gitlab (due limitations of space, the instantiation detail can be accessed through [https://bit.ly/39Ofq56](https://bit.ly/39Ofq56)).

4.5.3. Supporting the visualization of concepts and relationships in DevOps ontology

The third case of implementation involves creating a mobile app that enables users to view the concepts and relationships specified in the ontology, which aid in addressing the various competency queries. Screenshots of the mobile app, including the navigation menu for accessing the concepts and relationships, the homepage, and
detailed concept descriptions, are available at: https://bit.ly/31RBYxy. The information displayed on the app is generated using SPARQL queries executed on the DevOps Ontology.

4.5.4. Answering the competence questions using SPARQL

To assess whether the ontology achieved its intended purpose, all the competency question were translated to the SPARQL query structure. The outcome revealed that DevOps Ontology was able to address all the competency questions that were initially formulated during its development. The following link https://bit.ly/3rWR7Io displays the SPARQL queries for each competency question and their corresponding results. From the defined competence questions, the following ontology answers were found: (i) DevOps practices materialize principles; (ii) the most important elements related to a DevOps practice are the roles, principles, indicators, technological tools and dimensions; (iii) the dimensions specify practices which in turn generate products; (iv) a product can be generated by a practice, the practices are materializing principles; (v) roles are responsible for activities and activities are made up of tasks; and (vi) the products are generated from the execution of practices, activities or tasks that are the responsibility of a particular role.

4.5.5. Answering the competence questions using SPARQL

To guarantee a definition directly adapted to DevOps, a comparative analysis was carried out that allowed knowing the scope, objective and application of the ontologies and taxonomies identified in the literature with DevOps Ontology (see Table 4). To carry out this task, the following evaluation criteria were applied: (CR1) the ontology can be applied to any DevOps process present within a company; (CR2) the concepts include the principles and values defined by DevOps; (CR3) it can be instantiated and integrated into existing ontologies; (CR4) the ontology is described applying a formal language structure; and (CR5) the ontology can be access through a public repository.

<table>
<thead>
<tr>
<th>Ontology</th>
<th>Reference</th>
<th>CR1</th>
<th>CR2</th>
<th>CR3</th>
<th>CR4</th>
<th>CR5</th>
</tr>
</thead>
<tbody>
<tr>
<td>Composable DevOps Taxonomy</td>
<td>[75]</td>
<td>X</td>
<td></td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Multicriteria decision-making</td>
<td>Reference</td>
<td>CR1</td>
<td>CR2</td>
<td>CR3</td>
<td>CR4</td>
<td>CR5</td>
</tr>
<tr>
<td>taxonomy for DevOps challenges using analytical hierarchy process</td>
<td>[76]</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Prioritization Based ... AHP</td>
<td>[77]</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Prioritization Based ... PROMETHEE</td>
<td>[78]</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>A taxonomy of software delivery</td>
<td>Reference</td>
<td>CR1</td>
<td>CR2</td>
<td>CR3</td>
<td>CR4</td>
<td>CR5</td>
</tr>
<tr>
<td>performance profiles: ... effects</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>of DevOps practices</td>
<td>[79]</td>
<td>X</td>
<td>X</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>An Empirical Taxonomy of DevOps</td>
<td>[80]</td>
<td>X</td>
<td>X</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>in Practice</td>
<td>Own</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
</tbody>
</table>

According to the comparison, the ontologies are focused on aspects related to traditional and/or agile software development approaches and the evaluation of specific DevOps practices. In addition, some of the ontologies do not have public access to ensure their availability and allow feedback and assessment processes to be carried out.

5. Conclusions

DevOps Ontology is a semi-formal ontology designed to support the adoption and use of DevOps in the software industry. This ontology provides a standard terminology that organizes existing knowledge from literature concisely, reducing ambiguity and inconsistencies in the field. To create DevOps Ontology, the REFSENO formalism was used, which employs UML representation. Besides, the OWL language was used to make it more accessible to both academics and industry professionals.

Moreover, the aim of DevOps Ontology is to offer a preliminary solution to clarify the terminology around DevOps; to achieve this, an MSL was executed. DevOps Ontology was evaluated through three practical implementation cases: (i) a theoretical validation; (ii) the representation of the integration and continuous deployment practices proposed by GitLab according to the terms presented in the ontology; and (iii) the development of a mobile application that visualizes the relationship between principles and practices using
SPARQL queries. Finally, the competency questions were answered according to the results obtained after executing the queries presented in Table 3.

All the outcomes derived from creating DevOps Ontology will be utilized to perform specific tasks in the future, with the following order of priority: (i) carry out case studies in software companies that allow the ontology to be applied in operating environments; (ii) use the ontology as a conceptual basis to defining a reference model to support the adoption and evaluation of DevOps in the software industry context; and (iii) use inference mechanisms to automatize the assessment of DevOps as a support for expert consultants, allowing the comparison of results of manual assessments.

Future work related to the research work include: (i) extend the evaluation of the ontology through a comparative analysis of the model with the IEEE 2675-2021 standard; (ii) instantiate the ontology with other models, processes and workflows to ensure that it fits the different existing solutions around DevOps; and (iii) develop a tool that allows the ontology to be used by integrating it with existing processes through a conceptual and terminological verification process using natural language.
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